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JPL flight software (FSW) is written in C, sometimes in C++
• C is low-level and primitive
• C++ is complex and awkward
• Both are unsafe, lack modern language features, and hinder productivity

In this project we investigated
• What modern programming languages we can use instead of C and C++ for FSW

• We studied Rust and Scala
• We developed extensions to Scala

• How to add frameworks and domain-specific languages (DSLs)
• How to test and verify FSW written in the language

Introduction



• Hardware power and complexity are increasing

• Software complexity is increasing
• More mission activities
• More advanced activities, e.g., on-board planning
• Multicore programming

• Programming in C will become more and more challenging
• At some moment a breaking point will be reached
• This project is an attempt to be at the front of this path

• The project also addresses modeling of software
• Modeling is essential for programming complex applications
• Modeling must be integrated with the implementation language

Relevance to NASA and JPL
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Image taken from:
https://www.jpl.nasa.gov/spaceimages/details.php?id=PIA11431
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• Bounded Retransmission Protocol (BRP)
• File transfer with unreliable channels
• Sender sends file records over channel K
• Receiver sends acknowledgements over channel L
• Channels can drop messages
• Lost file records are retransmitted

• Remote Agent (RA)
• AI planning and scheduling
• Planner generates plans
• Plan execution engine executes plans
• Monitor monitors spacecraft state
• We focused on plan execution engine (shown in figure)

Programming Exercise



• Rust
• First released by Mozilla in 2010
• Provides high-level abstractions with high efficiency
• Allows low-level programming

• Scala
• Designed by the academic institution EPFL, Switzerland; first released in 2004
• Powerful combination of object-oriented and functional programming
• Runs on the Java Virtual Machine (JVM)

Programming Languages

Language Safety Efficiency Ease of Use

Rust High High Low

Scala High Medium High

Results



• Scala presents significant challenges as a FSW implementation language
• Runs on the Java Virtual Machine, not natively
• Uses garbage collection
• Provides insufficient control over memory layout

• We have begun to develop a language called FSW Scala
• Full Scala language plus new features that support FSW programming

• Native code generation
• Allocation of class instances in static storage, on the stack, and on the heap
• FSW compilation mode in which garbage collection is disabled
• Mutable and immutable references to class objects

• We have described a formal language called System E (for "embedded")
• We have proved soundness results for this formal language.

FSW Scala

FSW



Syntax of System E

E
System



F Prime

• Free, open-source FSW framework developed at JPL

• Based on components that communicate over ports

For each of Rust and Scala we did the following:

• Ported F Prime to the language

• Wrote several components

• Connected the components into an application
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• DSLs can be internal or external
• Internal means the DSL is expressed directly in a host language
• External means the DSL has its own parser and internal representation

• We wrote four internal DSLs in Scala
• F Prime
• HSM for programming with Hierarchical State Machines
• Daut for monitoring with Data automata
• Rules for rule-based testing

• In Scala, we implemented an external DSL for hierarchical state machines
• Parsing, type checking
• Visualization

Domain-Specific Languages (DSLs)

Scala makes it easy to construct DSLs



Four Internal DSLs



External HSM DSL



• We studied several tools for theorem proving
• Stainless for Scala
• Logika for an embedded programming version of Scala
• Viper for Rust

• Theorem proving is powerful but difficult to use

• A lighter-weight approach is automated testing
• We studied the P programming language (Microsoft)
• Supports automated testing of state machines
• This kind of technology seems more suited for practical use

• We investigated runtime monitoring for use in flight
• A key challenge is to make it memory efficient
• We investigated the use of memory pools

Test and Verification



• FSW Scala
• High potential

• More work required

• Potential for outside collaboration

• Rust
• Pro: Clear path to implementing FSW code

• Con: Programming difficulty

• F Prime
• Opportunities for refactoring

• Potential for new back ends

• Potential for adding state machines

• DSLs
• New: F Prime, rule-based

• F Prime integration: HSM, Monitoring

Results
FSW
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